**1St- What is Node JS**

* Node is not a language.
* Node is a server-side environment.
* Node JS can connect with database.
* Code and syntax very similar to JavaScript but not exactly the same.
* Node is free and open-source.
* Node JS use chrome’s v8 engine to execute code.

**Why do we use Node**

* Node js is mostly used for API.
* So, we can connect the same database with web App, Mobile app.
* Node is easy to understand who knows JavaScript.
* Node is super-fast for APIs.
* With node and JavaScript, you can become full stack developer.

**JavaScript and node are the same?**

* JavaScript and node js code syntax is same.
* If you know JavaScript you can easily understand node.
* But both are not exactly the same.
* You cannot connect JavaScript with database.
* Node can connect with database.
* Node js run on the server side.
* JavaScript runs on the browser.

**Why you should learn Node?**

* If you’re JavaScript developer then you can easily learn node.
* You can become a full stack developer.

**2nd – What developers make with node js?**

* Developer make api with node js.
* We can connect server with client side.
* Node can make api for web, android and iOS etc.
* Node can also make websites.

**3rd- Installation and setup Node JS**

* Install node js from nodejs.org

**4th- First Script with node**

var a=20;

var b=30;

var c=40;

console.log(a+b+c);

to run the node file type **node index.js** in command prompt (index.js shows your file name).

**note: - The script running on the node or browser are not same.**

**5th – fundamentals we need for node js**

* JavaScript fundamentals for node js.
* Conditions, loops and arrays.
* The important function and variables from another file.
* Try filter function on an array of numbers.

**6th – core modules in node js**

* There are 2 types of core modules.
* Global modules and non-global modules.

//this is a global module because we don't need to import it.

console.log ("hello world!")

//this is a non-global module because we need to import it.

const fs = require("fs");

fs.writeFileSync("hello.txt","code with me")//this will make a new file as we run node commands and it will write code with me in txt file.

That was the first way for file system.

//this is the second way for file system.

var gd = require("fs").writeFileSync;

gd("abc.txt","some code written")//this will make a new file as we run node commands and it and you can give any name to variable.

That was the second way for file system.

**7th – Making basic server using node**

const http = require('http');

http.createServer((req,res)=>{

res.write("Hello this is Rahul Singh Chauhan!");

res.end();

}).listen(4500);

//to run the server type node fileName(node Create\_server.js) and then go to http://localhost4500 in your browser.

**8th – All about package.json file**

* What is package.json file?

The package. json file is **the heart of any Node project**. It records important metadata about a project which is required before publishing to NPM, and also defines functional attributes of a project that npm uses to install dependencies, run scripts, and identify the entry point to our package.

* How to make it?  
  just write **npm init** in your terminal.
* Check the file in detail.
* Installing external packages.  
  to install any external package in your node file just **type npm I packagename  
  (npm I nodemon).**
* node js is single threaded or multi-threaded…so it’s single threaded.

**9th – what if?**

* what if node modules folder deleted by any chance?  
  to recover it just type **npm init** in your terminal for already made modules.it will recover all your dependencies.
* Do not ever delete your **package.json** file otherwise you will not able to recover your dependencies or modules.
* Don’t ever push node Modules folder to your repository.
* To ignore node modules or any other files from pushing just make a file called **.gitignore**

And then write the folder or file name in gitignore file. Example given below.

/node\_modules

**10th – Nodemon|timesaving Package**

* What is nodemon?  
  Nodemon is **a popular tool that is used for the development of applications based on node.** **js**. It simply restarts the node application whenever it observes the changes in the file present in the working directory of your project.
* How to install it?  
  just write **npm I nodemon** in terminal.
* How to use it?  
  write like given below in package.json file where you will find “scripts” and then do it.
* "scripts": {
* "start": "nodemon index.js"
* },

And then type **npm start** in your terminal.

**Note: if you have installed nodemon globally then to run your file just type nodemon index.js (nodemon filename.js) in your terminal.**

**11th – Simple and basic API using Node JS**

const http = require('http');

http.createServer((req,res)=>{

res.write("Hello this is Rahul Singh Chauhan!");

res.end();

}).listen(4500);

//to run the server type node fileName(node Create\_server.js) and then go to http://localhost4500 in your browser.

**12th – getting input from command line**

**To create a file from command line**

To run a command just type **node 12.js apple.txt "i am a sweet fruit"**apple.txt is to create a file and “ I am a sweet fruit” is data to fill into new file.

//getting input from command line

//to create a file we need to import filesystem

const fs = require('fs');

const input = process.argv; //to take input from command line

fs.writeFileSync(input[2],input[3]); //first input is file name and second is data in file.

//now run the command.

**To remove a file from command line**

//getting input from command line

//to create a file we need to import filesystem

const fs = require('fs');

const input = process.argv;//to take input from command line

if(input[2]=='add')

{

    fs.writeFileSync(input[3],input[4])//first input is file name and second is data in file.

}

else if(input[2]=='remove')

{

    fs.unlinkSync(input[3])//to remove a file we need to type node 12.js remove(filename.txt) and then it will be removed from the filesystem.

}

else

{

    console.log("invalid input ")//To remove a file from command line just type node currentfile.js(12.js) and then remove (filename) orange or whatever you created as txt file.

}

//node 12.js add data.txt "this is a color and a fruit." this is a command to add a file and data into file

//node remove 12.js data.txt "this is a command to remove a file from command  line input"

To remove a file from command line just type node currentfile.js(12.js) and then remove (filename) orange or whatever you created as txt file.

**13th – Displaying file list from folder and creating files dynamically from the command line**

//creating files in loop from command line and displaying file list from command line.

const fs= require('fs');//to import the file system

const path=require('path');//to get a path of the folder where we want to create files..

const dirPath= path.join(\_\_dirname,'13files');//to get the path of the current directory.

console.log(dirPath)

for(i=0;i<5;i++)//to create files in loop from coommand line it will create files in given folder named 13files.

 {

   fs.writeFileSync(`${dirPath}/hello${i}.txt`,"some simple text in file")

//to make dynamically generated files just add ${i}.

 }

// fs.readdir(dirPath,(err,files)=>{//to get the files in console

//     files.forEach((item)=>{

//         console.warn("file name is : ",item)

//     });

// }

// )

**Note: you can’t access other folders in node you can only access current folder or current directory. Because when you work on the node it behaves as a server not as a local machine.  
  
14th – CRUD operations with file system**

**C = create**

**R = read**

**U = Update  
D = Delete  
and we will also perform renaming a file name.**

const fs = require("fs"); //to import filesystem into our file.

const path = require("path");// to select the path where you want to create new files.

const dirPath=path.join(\_\_dirname,"crud"); // to give the name of path

const filePath = `${dirPath}/apple.txt`;

//fs.writeFileSync(filePath,'This is a simple text file');// to "create" a file run command "node index.js"  in your terminal.

//to read a file "to read a file as normal text you have to write utf8.

// fs.readFile(   filePath, 'utf8',(err,item)=>{

//     console.log(item)

// });

// //to update a file

// fs.appendFile(filePath, 'and file name is apple.txt',(err)=>{//this will and this text into the same file.

//     if(!err) console.log("file is updated successfully")//if there is no error

// });

// //to rename the file name

// fs.rename(filePath,`${dirPath}/fruit.txt`,(err)=>{

//     if(!err) console.log("filename is updated successfully")

// });

//to delete the file

// fs.unlinkSync(`${dirPath}/fruit.txt`)

**What is buffer?**

Buffer is a temporary memory location. Whenever we create file or perform any operation on file system at that time nodejs needs some memory so that node can perform that operation.

**15th – Asynchronous basic in Node js**

**Synchronous VS Asynchronous**

Synchronous operations perform only one task at a time it means it performs only one task at a time.  
In asynchronous operations 2nd or upcoming task do not wait for the first task to get finished.

// console.log("I am an asynchronous task");

// setTimeout(()=>{

// console.log(" i am an asynchronous task but will get completed after 2 Ms after execution of those tasks whom don't have setTimeout");

// },2000);

// console.log("I am also an asynchronous task");

//drawback of asynchronous programming

let a=10;

let b=0;

setTimeout(() => {

    b=20

}, 2000);

console.log(a+b); //in that case the result will be 10 because here console.log doesn't have any setTimeout so it will take variables declared before setTimeout.

**Drawback of async programming is given in the example.**

**16th – How to handle asynchronous data?**

// //drawback of asynchronous programming

// let a=10;

// let b=0;

// setTimeout(() => {

//     b=20

// }, 2000);

// console.log(a+b); //in that case the result will be 10 because here console.log doesn't have any setTimeout so it will take variables as declared  before setTimeout.

//now we will solve that problem with promises...

let a=10;

let b=0;

let waitingdata= new Promise((resolve,reject)=> {

setTimeout(() => {

    resolve(20);

}, 2000);

})

waitingdata.then((data)=> {

b=data

console.log(a+b);

});

**17th – How Node js works?**

1. Call stack
2. Node API
3. CallBack queue   
   **there will be a Main () function by default in call stack .**

**What is call stack ?**

Call Stack is a mechanism to keep track of the function calls.

A call stack is a way for the JavaScript engine to keep track of its place in code that calls multiple functions. It has the information on what function is currently being run and what functions are invoked from within that function…

Also, the JavaScript engine uses a **call stack** to manage [execution contexts](https://www.javascripttutorial.net/javascript-execution-context/):

* Global execution context
* function execution contexts

The call stack works based on the LIFO principle i.e., last-in-first-out.

When you execute a script, the JavaScript engine creates a global execution context and pushes it on top of the call stack.

Whenever a function is called, the JavaScript engine creates a function execution context for the function, pushes it on top of the call stack, and starts executing the function.

If a function calls another function, the JavaScript engine creates a new function execution context for the function that is being called and pushes it on top of the call stack.

When the current function completes, the JavaScript engine pops it off the call stack and resumes the execution where it left off.

The script will stop when the call stack is empty.

**JavaScript call-back example**

function add(a, b) {

  return a + b;

}

function average(a, b) {

  return add(a, b) / 2;

}

let x = average(10, 20);

When the JavaScript engine executes this script, it places the global execution context (denoted by main() or global() function on the call stack.

![JavaScript Call Stack - main](data:image/png;base64,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)

The global execution context enters the creation phase and moves to the execution phase.

The JavaScript engine executes the call to the average(10, 20) function and creates a function execution context for the average() function and pushes it on top of the call stack:

![JavaScript Call Stack - step 2](data:image/png;base64,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)

The JavaScript engine starts executing the average() since because the average() function is on the top of the call stack.

The average() function calls add() function. At this point, the JavaScript engine creates another function execution context for the add() function and places it on the top of the call stack:
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JavaScript engine executes the add() function and pops it off the call stack:
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At this point, the average() function is on the top of the call stack, JavaScript engine executes and pops it off the call stack.
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Now, the call stack is empty so the script stops executing:
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The following picture illustrates the overall status of the Call Stack in all steps:
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**Stack overflows**

The call stack has a fixed size, depending on the implementation of the host environment, either the web browser or Node.js.

If the number of the execution contexts exceeds the size of the stack, a stack overflow error will occur.

For example, when you execute a [recursive function](https://www.javascripttutorial.net/javascript-recursive-function/) that has no exit condition, the JavaScript engine will issue a stack overflow error:

function fn() {

    fn();

}

fn(); // stack overflow

**Asynchronous JavaScript**

JavaScript is the single-threaded programming language. This means that the JavaScript engine has only one call stack. Therefore, it only can do one thing at a time.

When executing a script, the JavaScript engine executes code from top to bottom, line by line. In other words, it is synchronous.

Asynchronous means the JavaScript engine can execute other tasks while waiting for another task to be completed. For example, the JavaScript engine can:

* Request for data from a remote server.
* Display a spinner
* When the data is available, display it on the webpage.

To do this, the JavaScript engine uses an event loop

* JavaScript engine uses a call stack to manage execution contexts.
* The call stack uses the stack data structure that works based on the LIFO (last-in-first-out) principle.

**What is Node-API ?**

Node-API is **a toolkit introduced in Node 8.0.** **0 that acts as an intermediary between C/C++ code and the Node JavaScript engine**. It permits C/C++ code to access, create, and manipulate JavaScript objects as if they were created by JavaScript code. Node-API is built into Node versions 8.0.

**What is Call-back queue ?**

A call-back queue is **a queue of tasks that are executed after the current task**. The call-back queue is handled by the JavaScript engine after it has executed all tasks in the microtask queue.

**18th –** **introduction to Express Js**

Express is a node js web application framework that provides broad features for building web and mobile applications. It is used **to build a single page, multipage, and hybrid web application**. It's a layer built on the top of the Node js that helps manage servers and routes.

**Benefits of Express Js**

* Express was created to make APIs and web applications with ease,
* It saves a lot of coding time almost by half and still makes web and
* mobile applications are efficient.
* Another reason for using express is that it is written in JavaScript as JavaScript is an easy language even if you don't have a previous
* knowledge of any language. Express lets so many new developers enter the field of web development.

The reason behind creating an express framework for node js is:

* Time-efficient
* Fast
* Economical
* Easy to learn
* Asynchronous

**How to Install Express ?**

To install express js in your project type **npm I express** in terminal.

const express = require("express"); //to import the express module into our project.

const app = express();

//method for adding routes

app.get("/", (req, res) => {

  res.send("Welcome , This is home page");

});

app.get("/about", (req, res) => {

  res.send("Welcome , This is about page");

});

app.get("/help", (req, res) => {

  res.send("Welcome , This is help page");

});

app.listen(5000); // to start the server on port 5000

**19th – Routing params || request and response**

const express = require('express'); //to import the express module into our project.

const app = express();

//method for adding routes

app.get('/', (req, res) => {

    res.send("Welcome , This is home page");

});

app.get('/about', (req, res) => {

    res.send("Welcome , This is about page");

});

app.get('/help', (req, res) => {

    res.send("Welcome , This is help page");

});

app.listen(5000);// to start the server on port 5000

**20th – Render html and json**

const express = require("express"); //to import the express module into our project.

const app = express();

//method for adding routes

app.get("/", (req, res) => {

  res.send(`

    <h1>Welcome , This is home page</h1> <a href="/about"> Go to the homepage</a>`); //to rendor html on page load and to go to another page.

});

app.get("/about", (req, res) => {

  res.send(`

    <input type="text" placeholder="user name" "value=${req.query.name}"/>

    <button>click me</button>

    `); //to get the value of the user name.

});

app.get("/help", (req, res) => {

  //to rendor json on page load.

  res.send({

    name: "anil",

    email: "rahulsinghchauhanrj@gmail.com",

  });

});

app.listen(5000); // to start the server on port 5000

**21st – Loading full html page using node js**

const express = require('express');

const path = require('path');

const app = express();

const publicPath=path.join(\_\_dirname,'public')

app.use(express.static(publicPath));

app.listen(5000);

**use of path module**

it helps us to access the required path of folder we want to access.

**Static method**

It helps us to load static content or static pages using node js.

**22nd – Remove extension from url and showing 404 page if URL is not valid**

Removing extension means that when we load our html page using node so there should not be a .html written in address of our document.

const express = require("express");

const path = require("path");

const app = express();

const publicPath = path.join(\_\_dirname, "public");

// app.use(express.static(publicPath));

app.get("", (\_, resp) => {

  resp.sendFile(`${publicPath}/index.html`); //TO REMOVE THE .html extension from our document address

});

app.get("/contact", (\_, resp) => {

  resp.sendFile(`${publicPath}/about.html`);

});

app.get("/help", (\_, resp) => {

  resp.sendFile(`${publicPath}/help.html`);

});

app.get("\*", (\_, resp) => {

  resp.sendFile(`${publicPath}/nopage.html`);

}); //here we are using \* so that when ever user types a url which is not valid so user will be redirected to the error or 404 pages as we given in path

app.listen(5000);

to remove the extension from URL use **resp.sendFile** method .

**23rd – EJS Template Engine**

EJS (Embedded JavaScript Templating) is **one of the most popular template engines for JavaScript**. As the name suggests, it lets us embed JavaScript code in a template language that is then used to generate HTML , and it is used to make dynamic pages and this is a NPM package.

const express = require("express");

const path = require("path");

const app = express();

const publicPath = path.join(\_\_dirname, "public");

app.set("view engine", "ejs"); //to tell nodejs that we're using template engine the type of engine is view engine and the name of the engine is EJS. and whenever we use view engine or ejs so by default we have to make a views folder  and then we can make a document inside that folder and we have to make sure that we are using .ejs extension.

app.get("", (\_, resp) => {

  resp.sendFile(`${publicPath}/index.html`);

});

//to render the .ejs extension file.

app.get("/profile", (\_, resp) => {

  const user = {

    name: "Peter",

    email: "peter@test.com",

    country: "USA",

  };

  resp.render("profile", { user });

});

app.get("/contact", (\_, resp) => {

  resp.sendFile(`${publicPath}/about.html`);

});

app.get("/help", (\_, resp) => {

  resp.sendFile(`${publicPath}/help.html`);

});

app.get("\*", (\_, resp) => {

  resp.sendFile(`${publicPath}/nopage.html`);

});

app.listen(5000);

To tell the node js that we are using template engine

app.set("view engine", "ejs"); //to tell nodejs that we're using template engine the type of engine is view engine and the name of the engine is EJS. and whenever we use view engine or or ejs so by default we have to make a views folder  and then we can make a document inside that folder and we have to make sure that we are using .ejs extension.

To render the .ejs file

//to render the .ejs extension file.

app.get("/profile", (\_, resp) => {

  const user = {

    name: "Peter",

    email: "peter@test.com",

    country: "USA",

  };

  resp.render("profile", { user });

});

The .ejs file

<!DOCTYPE html>

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <title>Profile Page</title>

  </head>

  <body>

    <h1>Welcome, <%= user.name %></h1>

    <!-- to load the data from index.js file into the profile page.ejs we use <%= user.name %> (or whatever value you want) -->

    <h3><%= user.email %></h3>

    <h3><%= user.country %></h3>

  </body>

</html>

Note :-

<!-- to load the data from index.js file into the profile.ejs we use <%= user.name %> (or whatever value you want) -->

Note :-

whenever we use view engine or ejs so by default we have to make a views folder  and then we can make a document inside that folder and we have to make sure that we are using .ejs extension.

The folder structure will look like this -  
![](data:image/png;base64,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)

**24th – Dynamic page with EJS**

**To load the data from .ejs file using loop**

<!-- to get data using loop syntax given below -->

    <ul>

        <% user.skills.forEach((item)=>{%>

        <li><%= item %></li>

        <% })%>

    </ul>

**To load the common .ejs file into your ejs file.**

 <!-- to load a common file into your.ejx file, syntax is given below , where common is a folder name and header is a file name which we want to load commonly-->

    <!-- and note that you have you use hyphn (-) not equal to sign != to load common file -->

    <%- include('common/header'); %>

**25th – Express js middleware**

**What is Middleware ?**

Middleware is the function , which is used only with routs, with the help of middleware we can access request and response , or we can say that we can modify the request and response .

**Types of middleware**

* Application based middleware
* Route level middleware
* Error handling middleware
* Built in middleware
* Third party middleware

const express = require("express");

const app = express();

//adding a middleware or creating a new middleware.and note that middleware has 3 parameters.

const reqFilter = (req, resp, next) => {

  if (!req.query.age) {

    resp.send("Please provide your age");

  } else if (req.query.age < 18) {

    resp.send("You are under aged");

  } else {

    next(); //we have to call next() if we want to move further.

  }

};

app.use(reqFilter); // to use the middleware function.

//adding routs

app.get("/", (res, resp) => {

  resp.send("Welcome to Home page");

});

app.get("/users", (res, resp) => {

  resp.send("Welcome to Users page");

});

app.listen(5000);

**26th – Route level middleware**

const express = require("express");

const reqFilter = require("./middleware"); //to import the middleware functions from another file

const app = express();

const route = express.Router(); // importing routers

// app.use(reqFilter);// it will apply middleware function on all routs

route.use(reqFilter); //to use the middleware functions and to apply the routes

app.get("/", (res, resp) => {

  resp.send("Welcome to Home page");

});

app.get("/users", (res, resp) => {

  resp.send("Welcome to Users page");

});

route.get("/about", (res, resp) => {

  //use route.get to apply the route at this page

  resp.send("Welcome to About page");

});

route.get("/contact", (res, resp) => {

  //use route.get to apply the route at this page

  resp.send("Welcome to contact page");

});

app.use("/", route); // to use route instance.

app.listen(5000);

**Middleware is made in separate file**

//to export the middleware from this file to another file

//and this is a middleware function

module.exports = (req, resp, next) => {

    if (!req.query.age) {

        resp.send("Please provide your age")

    }

    else if (req.query.age<18) {

        resp.send("You are under aged")

    }

    else {

        next();

    }

}

**Note :-** Route level Middleware gets applied on only given routes and application-level middleware gets applied on all routs.

**27th – Installing mongo db**

Install mongo DB from here :- [**https://www.mongodb.com/try/download/community**](https://www.mongodb.com/try/download/community)

**28th – Mongo db Basics**

**What is mongoDB ?**

* MongoDB is a NoSQL database.
* The data is stored as collection or document.
* Collection don’t have any row and columns.
* Data is stored in the form of object.

**29th – Mongo crud**

Try crud operations using mongo DB compass.

**30th – Connecting node js with mongo db**

const {MongoClient} = require('mongodb')//to import mongodb instance.

const url= 'mongodb://localhost:27017';//giving the address of the database

const databaseName='e-comm'//givind the name of the database from where we are fetching the data

const client= new MongoClient(url);//to fetch the data from mongodb

async function getData()

{

    let result = await client.connect();//to connect with client

    db= result.db(databaseName);

    collection = db.collection('products');//from which collection we want to fetch data

    let data = await collection.find({}).toArray();//to get data from collection

    console.log(data)

}

getData();

**31st – Connecting node js with mongo db**

**Separate file to connect with database**

const {MongoClient} = require('mongodb')

const url= 'mongodb://localhost:27017';

const databaseName='e-comm'

const client= new MongoClient(url);

async function dbConnect()

{

    let result = await client.connect();

    db= result.db(databaseName);

    return db.collection('products');

}

module.exports= dbConnect;

**To read the data from the database**

const dbConnect= require('./mongodb');

dbConnect().then((resp)=>{

resp.find({name:'nord'}).toArray().then((data)=>{

console.log(data)

})

})

const main=async ()=>{

   let data = await dbConnect();

   data = await data.find({name:'nord'}).toArray();

   console.log(data)

}

main()

**32nd – To insert the data into mongodb**

const dbConnect = require("./mongodb");

const insertData = async () => {

  let data = await dbConnect();

  let result = await data.insert([

    { name: "max 5", brand: "micromax", price: 420, category: "mobile" },

    { name: "max 6", brand: "micromax", price: 520, category: "mobile" },

    { name: "max 7", brand: "micromax", price: 620, category: "mobile" },

  ]);

  if (result.acknowledged) {

    console.warn("data is inserted");

  }

};

insertData();

**33rd – Updating the data into mongodb**

const dbConnect = require("./mongodb");

const updateData = async () => {

  let data = await dbConnect();

  let result = await data.update(

    //to update single data write update one for multiple updates write only update as written in code.

    { name: "max 5" },//to find which product we want to update

    {

      $set: { name: "max pro 5", price: 1000 },// to update the value of the data.

    }

  );

  console.log(result);

};

updateData();

**34th – Deleting the data from mongodb**

const dbConnect = require("./mongodb");

const deleteData = async () => {

  let data = await dbConnect();

  let result = await data.deleteMany({ name: "max 7" }); //to delete single data write deleteone or more than one write deleteone

  console.log(result);

};

deleteData();

**35th – Basic get API with mongo DB**

const express = require('express');

const dbConnect = require('./mongodb')

const app = express();

app.get('/',async(req,resp)=>{

let data = await dbConnect();

data = await data.find().toArray();

resp.send(data);

});

app.listen(5000)

**36th – Post API | insert data in mongoDB**

const dbConnect = require("./mongodb");

const express = require("express");

const app = express();

app.use(express.json());

//to get the data or to read the data from the database

app.get("/", async (res, resp) => {

  let data = await dbConnect();

  data = await data.find().toArray();

  resp.send(data);

});

//to send the data or to create the data into the database.

app.post("/", async (req, resp) => {

  let data = await dbConnect();

  let result = await data.insert(req.body);

  resp.send(result);

});

app.listen(5000);

**37th – Put API | updating data in mongoDB**

const dbConnect = require("./mongodb");

const express = require("express");

const app = express();

app.use(express.json());

//to get the data or to read the data from the database

app.get("/", async (res, resp) => {

  let data = await dbConnect();

  data = await data.find().toArray();

  resp.send(data);

});

//to send the data or to create the data into the database.

app.post("/", async (req, resp) => {

  let data = await dbConnect();

  let result = await data.insert(req.body);

  resp.send(result);

});

//to update the data

app.put("/:name", async (req, resp) => {

  console.log(req.body);

  const data = await dbConnect();

  let result = data.updateOne({ name: req.params.name }, { $set: req.body });

  resp.send({ status: "updated" });

});

app.listen(5000);

**38th – Delete API | Deleting data in mongoDB**

const dbConnect = require("./mongodb");

const express = require("express");

const mongodb = require("mongodb");

const app = express();

app.use(express.json());

app.get("/", async (res, resp) => {

  let data = await dbConnect();

  data = await data.find().toArray();

  resp.send(data);

});

app.post("/", async (req, resp) => {

  let data = await dbConnect();

  let result = await data.insert(req.body);

  resp.send(result);

});

app.put("/:name", async (req, resp) => {

  const data = await dbConnect();

  let result = data.updateOne({ name: req.params.name }, { $set: req.body });

  resp.send({ status: "updated" });

});

//to delete the existing data from the database.

app.delete("/:id", async (req, resp) => {

  console.log(req.params.id);

  const data = await dbConnect();

  const result = await data.deleteOne({

    \_id: new mongodb.ObjectId(req.params.id),

  });

  resp.send(result);

});

app.listen(5000);

**39th – Mongoose with node**

To insert this package into your project just type **npm I mongoose** in your terminal.

**Schema**

Schemas validates the fields of database ..**now the question is how it validates the fields of our database?** So in our database we have to define that which fields we want to enter in our database.  
when you define your desired fields in schema after that you can’t enter any other fields into your data.

For example if you have created a database and in that database you want to add **name as “string” mobile number as number 8602399308 ..** if you have defined that feels in schema then you can’t enter any other fields than that. Let’s think if you have added 5 fields in schema then you can’t add any other field other than that five fields.

**And you can define type validation of your data fields .**

type validation means that you want to store data as string “ ” or as number “000” or maybe as Boolean “true/false”.

**What does model do ?**

It connects node js and mongo db by using schemas.

const mongoose = require('mongoose')

mongoose.set('strictQuery', false);

const main = async () => {

    await mongoose.connect("mongodb://localhost:27017/e-comm")

    const productSchema = new mongoose.Schema({

        name: String

    });

    const productsModel = mongoose.model('Products', productSchema)

    let data=new productsModel ({name:"m8"})

    let result = await data.save();

}

main()

**40th – Crud with Mongoose**

const mongoose = require("mongoose");

mongoose.connect("mongodb://localhost:27017/e-comm");

const productSchema = new mongoose.Schema({

  name: String,

  price: Number,

  brand: String,

  category: String,

});

const saveInDB = async () => {

  const Product = mongoose.model("products", productSchema);

  let data = new Product({

    name: "max 100",

    price: 200,

    brand: "maxx",

    category: "Mobile",

  });

  const result = await data.save();

  console.log(result);

};

const updateInDB = async () => {

  const Product = mongoose.model("products", productSchema);

  let data = await Product.updateOne(

    { name: "max 6" },

    {

      $set: { price: 550, name: "max pro 6" },

    }

  );

  console.log(data);

};

const deleteInDB = async () => {

  const Product = mongoose.model("products", productSchema);

  let data = await Product.deleteOne({ name: "max 100" });

  console.log(data);

};

const findInDB = async () => {

  const Product = mongoose.model("products", productSchema);

  let data = await Product.find({ name: "max pro 611" });

  console.log(data);

};

findInDB();

**41st – Post(Insert) API with Mongoose**

const express = require('express');

require("./config");

const Product = require('./product');

const app = express();

app.use(express.json());

app.post("/create", async (req, resp) => {

    let data = new Product(req.body);

    const result = await data.save();

    resp.send(result);

});

app.listen(5000)

**42nd – Post,GET, Delete and Put API with Mongoose**

const express = require("express");

require("./config");

const Product = require("./product");

const app = express();

app.use(express.json());

app.post("/create", async (req, resp) => {

  let data = new Product(req.body);

  const result = await data.save();

  resp.send(result);

});

app.get("/list", async (req, resp) => {

  let data = await Product.find();

  resp.send(data);

});

app.delete("/delete/:\_id", async (req, resp) => {

  console.log(req.params);

  let data = await Product.deleteOne(req.params);

  resp.send(data);

});

app.put("/update/:\_id", async (req, resp) => {

  console.log(req.params);

  let data = await Product.updateOne(req.params, { $set: req.body });

  resp.send(data);

});

app.listen(5000);

**43rd – Search API with multiple fields**

const express = require("express");

require("./config");

const Product = require("./product");

const app = express();

app.use(express.json());

app.get("/search/:key", async (req, resp) => {

  let data = await Product.find({

    $or: [

      { name: { $regex: req.params.key } },

      { brand: { $regex: req.params.key } },

    ],

  });

  resp.send(data);

});

app.listen(5000);

**44th – Uploading files using node js**

First of all we have to download a package called multer from npm using command **npm I multer.**

const express = require("express");

const multer = require("multer");

const app = express();

const upload = multer({

  storage: multer.diskStorage({

    destination: function (req, file, cb) {

      cb(null, "uploads");

    },

    filename: function (req, file, cb) {

      cb(null, file.fieldname + "-" + Date.now() + ".jpg");

    },

  }),

}).single("file\_name");

app.post("/upload", upload, (req, resp) => {

  resp.send("file upload");

});

app.listen(5000);

**45th – OS modules in node js**

The node:os module **provides operating system-related utility methods and properties**. It can be accessed using: const os = require('node:os'); .

const os = require("os");

// console.log(os.arch());

// console.log(os.freemem()/(1024\*1024\*1024));

// console.log(os.totalmem()/(1024\*1024\*1024));

// console.log(os.hostname());

// console.log(os.platform());

console.log(os.userInfo());

**46th – Events and event Emitter in Node js**

const express = require("express");

const EventEmitter = require("events"); // event emitter is basically a class that’s why the first alphabet of its is Capital.. classes starts with capital always.

app = express();

const event = new EventEmitter(); //its an object , when ever we create a new object we have to use "new" keyword for it.

let count = 0;

//to handle an event.

event.on("countAPI", () => {

  count++;

  console.log("event called", count);

});

app.get("/", (req, resp) => {

  resp.send("api called");

  event.emit("countAPI"); //here we are generating an event.

});

app.get("/serch", (req, resp) => {

  resp.send("Search api called");

  event.emit("countAPI");

});

app.get("/update", (req, resp) => {

  resp.send("Update api called");

  event.emit("countAPI");

});

app.listen(5000);

**47th – REPL**

**Read-Eval-Print-Loop**

REPL is a command line tool of node js by which we can execute codes of node js and JavaScript.

**48th – Connect node js with MySQL(npm I mysql)**

const mysql= require("mysql");

const con= mysql.createConnection({

  host:"localhost",

  user:"root",

  password:"",

  database:"test"

});

// con.connect((err)=>{

//   if(err)

//   {

//     console.warn("not connect")

//   }else{

//     console.warn("connected!!!")

//   }

// })

con.query("select \* from users",(err,result)=>{

  if(err)

  {

    console.warn("some error")

  }

  else{

    console.warn(result)

  }

})

**49th – Get API with MySQL**

**Configuration file**

const mysql = require("mysql");

const con = mysql.createConnection({

  host: "localhost",

  user: "root",

  password: "",

  database: "test",

});

con.connect((err) => {

  if (err) {

    console.warn("error in connection");

  }

});

module.exports = con;

**main file**

const express = require("express");

const con = require("./config");

const app = express();

app.get("/", (req, resp) => {

  con.query("select \* from users", (err, result) => {

    if (err) { resp.send("error in api") }

    else { resp.send(result) }

  })

});

app.listen("5000")

**50th – Post API with MySQL**

const express = require("express");

const con = require("./config");

const app = express();

app.use(express.json());

app.get("/", (req, resp) => {

  con.query("select \* from users", (err, result) => {

    if (err) { resp.send("error in api") }

    else { resp.send(result) }

  })

});

app.post("/",(req,resp)=>{

  const data=req.body;

  con.query("INSERT INTO users SET?",data,(error,results,fields)=>{

    if(error) throw error;

    resp.send(results)

  })

});

app.listen("5000")

**51st – Put API with MySQL**

const express = require("express");

const con = require("./config");

const app = express();

app.use(express.json());

app.get("/", (req, resp) => {

  con.query("select \* from users", (err, result) => {

    if (err) {

      resp.send("error in api");

    } else {

      resp.send(result);

    }

  });

});

app.post("/", (req, resp) => {

  const data = req.body;

  con.query("INSERT INTO users SET?", data, (error, results, fields) => {

    if (error) throw error;

    resp.send(results);

  });

});

app.put("/:id", (req, resp) => {

  const data = [

    req.body.name,

    req.body.password,

    req.body.user\_type,

    req.params.id,

  ];

  con.query(

    "UPDATE users SET name = ?, password = ?, user\_type = ? WHERE id = ?",

    data,

    (error, results, fields) => {

      if (error) throw error;

      resp.send(results);

    }

  );

});

app.listen("5000");

**52nd – Delete API with MySQL**

const express = require("express");

const con = require("./config");

const app = express();

app.use(express.json());

app.get("/", (req, resp) => {

  con.query("select \* from users", (err, result) => {

    if (err) {

      resp.send("error in api");

    } else {

      resp.send(result);

    }

  });

});

app.post("/", (req, resp) => {

  const data = req.body;

  con.query("INSERT INTO users SET?", data, (error, results, fields) => {

    if (error) throw error;

    resp.send(results);

  });

});

app.put("/:id", (req, resp) => {

  const data = [

    req.body.name,

    req.body.password,

    req.body.user\_type,

    req.params.id,

  ];

  con.query(

    "UPDATE users SET name = ?, password = ?, user\_type = ? WHERE id = ?",

    data,

    (error, results, fields) => {

      if (error) throw error;

      resp.send(results);

    }

  );

});

app.delete("/:id", (req, resp) => {

  con.query("DELETE FROM users WHERE id = " + req.params.id, (error, result));

  if (error) throw error;

  resp.send(results);

});

app.listen("5000");